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# ----------------------------------------------------------------

**AIM:- Write a program to find the sum and product of two matrices using the list data structure.**

**---------------------------------------------------------------------------------------------------------------**

**CODE:-**

def matrix\_sum(matrix1, matrix2):

*# Ensure matrices have the same dimensions*

*if* len(matrix1) *!=* len(matrix2) *or* len(matrix1[0]) *!=* len(matrix2[0]):

*raise* ValueError("Matrices must have the same dimensions to compute the sum.")

*# Add the corresponding elements of the two matrices*

*return* [[matrix1[i][j] *+* matrix2[i][j] *for* j *in* range(len(matrix1[0]))] *for* i *in* range(len(matrix1))]

def matrix\_product(matrix1, matrix2):

*# Ensure the number of columns in matrix1 matches the number of rows in matrix2*

*if* len(matrix1[0]) *!=* len(matrix2):

*raise* ValueError("Number of columns in matrix1 must equal the number of rows in matrix2 to compute the product.")

*# Compute the product of the matrices*

    result *=* [[sum(matrix1[i][k] *\** matrix2[k][j] *for* k *in* range(len(matrix2)))

*for* j *in* range(len(matrix2[0]))] *for* i *in* range(len(matrix1))]

*return* result

*# Example usage*

matrix1 *=* [

    [1, 2, 3],

    [4, 5, 6],

    [7, 8, 9]

]

matrix2 *=* [

    [9, 8, 7],

    [6, 5, 4],

    [3, 2, 1]

]

*# Compute sum and product*

*try*:

    sum\_result *=* matrix\_sum(matrix1, matrix2)

    print("Sum of the matrices:")

*for* row *in* sum\_result:

        print(row)

    product\_result *=* matrix\_product(matrix1, matrix2)

    print("\nProduct of the matrices:")

*for* row *in* product\_result:

        print(row)

*except* ValueError *as* e:

    print(e)

**Output:-**

![](data:image/png;base64,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)
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**Practical No:2**

# ----------------------------------------------------------------

**AIM:- Write a program to implement linked lists (single, doubly, and circular) with functions for adding, deleting, and displaying elements using the linked list data structure.**

**----------------------------------------------------------------------------------------------------------------**

**CODE:-**

*# Singly Linked List Implementation Started*

class Node:

    def \_\_init\_\_(self, data):

        self.data *=* data

        self.next *=* None

class SinglyLinkedList:

    def \_\_init\_\_(self):

        self.head *=* None

    def add(self, data):

        new\_node *=* Node(data)

*if* *not* self.head:

            self.head *=* new\_node

*else*:

            current *=* self.head

*while* current.next:

                current *=* current.next

            current.next *=* new\_node

    def delete(self, data):

*if* *not* self.head:

            print("List is empty.")

*return*

*if* self.head.data *==* data:

            self.head *=* self.head.next

*return*

        current *=* self.head

*while* current.next *and* current.next.data *!=* data:

            current *=* current.next

*if* current.next:

            current.next *=* current.next.next

*else*:

            print("Element not found.")

    def display(self):

        current *=* self.head

*while* current:

            print(current.data, end*=*" -> ")

            current *=* current.next

        print("None")

*# Singly Linked List Implementation End*

*# Doubly Linked List Implementation Started*

class DoublyNode:

    def \_\_init\_\_(self, data):

        self.data *=* data

        self.prev *=* None

        self.next *=* None

class DoublyLinkedList:

    def \_\_init\_\_(self):

        self.head *=* None

    def add(self, data):

        new\_node *=* DoublyNode(data)

*if* *not* self.head:

            self.head *=* new\_node

*else*:

            current *=* self.head

*while* current.next:

                current *=* current.next

            current.next *=* new\_node

            new\_node.prev *=* current

    def delete(self, data):

*if* *not* self.head:

            print("List is empty.")

*return*

*if* self.head.data *==* data:

            self.head *=* self.head.next

*if* self.head:

                self.head.prev *=* None

*return*

        current *=* self.head

*while* current *and* current.data *!=* data:

            current *=* current.next

*if* current:

*if* current.next:

                current.next.prev *=* current.prev

*if* current.prev:

                current.prev.next *=* current.next

*else*:

            print("Element not found.")

    def display(self):

        current *=* self.head

*while* current:

            print(current.data, end*=*" <-> ")

            current *=* current.next

        print("None")

*# Doubly linked List Implementation End*

*# Circular Linked List Implementation Started*

class CircularNode:

    def \_\_init\_\_(self, data):

        self.data *=* data

        self.next *=* None

class CircularLinkedList:

    def \_\_init\_\_(self):

        self.head *=* None

    def add(self, data):

        new\_node *=* CircularNode(data)

*if* *not* self.head:

            self.head *=* new\_node

            self.head.next *=* self.head

*else*:

            current *=* self.head

*while* current.next *!=* self.head:

                current *=* current.next

            current.next *=* new\_node

            new\_node.next *=* self.head

    def delete(self, data):

*if* *not* self.head:

            print("List is empty.")

*return*

*if* self.head.data *==* data:

*if* self.head.next *==* self.head:  *# Only one element*

                self.head *=* None

*else*:

                current *=* self.head

*while* current.next *!=* self.head:

                    current *=* current.next

                current.next *=* self.head.next

                self.head *=* self.head.next

*return*

        current *=* self.head

*while* current.next *!=* self.head *and* current.next.data *!=* data:

            current *=* current.next

*if* current.next.data *==* data:

            current.next *=* current.next.next

*else*:

            print("Element not found.")

    def display(self):

*if* *not* self.head:

            print("List is empty.")

*return*

        current *=* self.head

*while* True:

            print(current.data, end*=*" -> ")

            current *=* current.next

*if* current *==* self.head:

*break*

        print("(head)")

*# Circular Linked List Implementation End*

*# Singly Linked List*

print("Singly Linked List:")

sll *=* SinglyLinkedList()

sll.add(1)

sll.add(2)

sll.add(3)

sll.display()

sll.delete(2)

sll.display()

*# Doubly Linked List*

print("\nDoubly Linked List:")

dll *=* DoublyLinkedList()

dll.add(1)

dll.add(2)

dll.add(3)

dll.display()

dll.delete(2)

dll.display()

*# Circular Linked List*

print("\nCircular Linked List:")

cll *=* CircularLinkedList()

cll.add(1)

cll.add(2)

cll.add(3)

cll.display()

cll.delete(2)

cll.display()

**Output:-**
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**Name:- Milind Kailas Tajane**

**Roll No:- CS061**

**Date:-\_\_\_\_\_\_\_\_\_\_\_\_**

**Practical No: 3**

# ----------------------------------------------------------------

**AIM:- Write a program to implement binary search on a sorted list using the array data structure.**

**----------------------------------------------------------------------------------------------------------------**

**CODE:-**

def binary\_search(arr, target):

    """

    Perform binary search on a sorted array.

    :param arr: Sorted list of elements

    :param target: Element to search for

    :return: Index of the target element or -1 if not found

    """

    left, right *=* 0, len(arr) *-* 1

*while* left *<=* right:

        mid *=* (left *+* right) *//* 2  *# Find the middle index*

*if* arr[mid] *==* target:

*return* mid  *# Target found*

*elif* arr[mid] *<* target:

            left *=* mid *+* 1  *# Target is in the right half*

*else*:

            right *=* mid *-* 1  *# Target is in the left half*

*return* *-*1  *# Target not found*

*# Example usage*

sorted\_list *=* [1, 3, 5, 7, 9, 11, 13, 15]

target *=* 7

result *=* binary\_search(sorted\_list, target)

*if* result *!=* *-*1:

    print(f"Element {target} found at index {result}.")

*else*:

    print(f"Element {target} not found in the list.")

**Output:-**
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**Name:- Milind Kailas Tajane**

**Roll No:- CS061**

**Date:-\_\_\_\_\_\_\_\_\_\_\_\_**

**Practical No: 4**

# ----------------------------------------------------------------

**AIM:- Write a program to implement insertion sort, selection sort, and bubble sort algorithms using the array/list data structure.**

**----------------------------------------------------------------------------------------------------------------**

**CODE:-**

*# Insertion Sort*

def insertion\_sort(arr):

*for* i *in* range(1, len(arr)):

        key *=* arr[i]

        j *=* i *-* 1

*# Move elements greater than key to one position ahead*

*while* j *>=* 0 *and* arr[j] *>* key:

            arr[j *+* 1] *=* arr[j]

            j *-=* 1

        arr[j *+* 1] *=* key

*return* arr

*# Selection Sort*

def selection\_sort(arr):

*for* i *in* range(len(arr)):

        min\_index *=* i

*# Find the minimum element in the remaining unsorted portion*

*for* j *in* range(i *+* 1, len(arr)):

*if* arr[j] *<* arr[min\_index]:

                min\_index *=* j

*# Swap the found minimum element with the first element of the unsorted portion*

        arr[i], arr[min\_index] *=* arr[min\_index], arr[i]

*return* arr

*# Bubble Sort*

def bubble\_sort(arr):

    n *=* len(arr)

*for* i *in* range(n):

*# Last i elements are already sorted*

*for* j *in* range(0, n *-* i *-* 1):

*if* arr[j] *>* arr[j *+* 1]:

*# Swap if the current element is greater than the next*

                arr[j], arr[j *+* 1] *=* arr[j *+* 1], arr[j]

*return* arr

*# Example usage*

unsorted\_list *=* [64, 25, 12, 22, 11]

print("Original List:", unsorted\_list)

print("Insertion Sort:", insertion\_sort(unsorted\_list.copy()))

print("Selection Sort:", selection\_sort(unsorted\_list.copy()))

print("Bubble Sort:", bubble\_sort(unsorted\_list.copy()))

**Output:-**
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# ----------------------------------------------------------------

**AIM:- Write a program to implement a binary search tree (BST) with operations for insertion, deletion, and in-order traversal using the tree data structure.**

**----------------------------------------------------------------------------------------------------------------**

**CODE:-**

class Node:

    """Node class for Binary Search Tree."""

    def \_\_init\_\_(self, key):

        self.key *=* key

        self.left *=* None

        self.right *=* None

class BinarySearchTree:

    """Binary Search Tree implementation."""

    def \_\_init\_\_(self):

        self.root *=* None

    def insert(self, key):

        """Insert a new key into the BST."""

*if* self.root *is* None:

            self.root *=* Node(key)

*else*:

            self.\_insert(self.root, key)

    def \_insert(self, current, key):

*if* key *<* current.key:

*if* current.left *is* None:

                current.left *=* Node(key)

*else*:

                self.\_insert(current.left, key)

*else*:

*if* current.right *is* None:

                current.right *=* Node(key)

*else*:

                self.\_insert(current.right, key)

    def delete(self, key):

        """Delete a key from the BST."""

        self.root *=* self.\_delete(self.root, key)

    def \_delete(self, current, key):

*if* current *is* None:

*return* current

*if* key *<* current.key:

            current.left *=* self.\_delete(current.left, key)

*elif* key *>* current.key:

            current.right *=* self.\_delete(current.right, key)

*else*:

*# Node with only one child or no child*

*if* current.left *is* None:

*return* current.right

*elif* current.right *is* None:

*return* current.left

*# Node with two children: Get the inorder successor (smallest in the right subtree)*

            min\_larger\_node *=* self.\_find\_min(current.right)

            current.key *=* min\_larger\_node.key

            current.right *=* self.\_delete(current.right, min\_larger\_node.key)

*return* current

    def \_find\_min(self, node):

        """Find the node with the smallest key."""

*while* node.left *is* *not* None:

            node *=* node.left

*return* node

    def in\_order\_traversal(self):

        """Perform in-order traversal of the BST."""

*return* self.\_in\_order\_traversal(self.root, [])

    def \_in\_order\_traversal(self, current, result):

*if* current *is* *not* None:

            self.\_in\_order\_traversal(current.left, result)

            result.append(current.key)

            self.\_in\_order\_traversal(current.right, result)

*return* result

*# Example usage*

bst *=* BinarySearchTree()

*# Insert elements*

bst.insert(50)

bst.insert(30)

bst.insert(20)

bst.insert(40)

bst.insert(70)

bst.insert(60)

bst.insert(80)

print("In-order traversal after insertion:", bst.in\_order\_traversal())

*# Delete elements*

bst.delete(20)

print("In-order traversal after deleting 20:", bst.in\_order\_traversal())

bst.delete(30)

print("In-order traversal after deleting 30:", bst.in\_order\_traversal())

bst.delete(50)

print("In-order traversal after deleting 50:", bst.in\_order\_traversal())

**Output:-**
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# ----------------------------------------------------------------

**AIM:- Write a program to implement a graph using an adjacency list and perform both depth-first search (DFS) and breadth-first search (BFS) using the graph data structure.**

**----------------------------------------------------------------------------------------------------------------**

**CODE:-**

*from* collections *import* deque, defaultdict

class Graph:

    """Graph implemented using an adjacency list."""

    def \_\_init\_\_(self):

        self.adj\_list *=* defaultdict(list)

    def add\_edge(self, u, v):

        """Add an edge to the graph (u -> v)."""

        self.adj\_list[u].append(v)

    def dfs(self, start):

        """Perform Depth-First Search (DFS)."""

        visited *=* set()

        result *=* []

        def dfs\_recursive(node):

*if* node *not* *in* visited:

                visited.add(node)

                result.append(node)

*for* neighbor *in* self.adj\_list[node]:

                    dfs\_recursive(neighbor)

        dfs\_recursive(start)

*return* result

    def bfs(self, start):

        """Perform Breadth-First Search (BFS)."""

        visited *=* set()

        queue *=* deque([start])

        result *=* []

*while* queue:

            node *=* queue.popleft()

*if* node *not* *in* visited:

                visited.add(node)

                result.append(node)

*for* neighbor *in* self.adj\_list[node]:

*if* neighbor *not* *in* visited:

                        queue.append(neighbor)

*return* result

    def display\_graph(self):

        """Display the adjacency list of the graph."""

*for* node, neighbors *in* self.adj\_list.items():

            print(f"{node} -> {', '.join(map(str, neighbors))}")

*# Example usage*

graph *=* Graph()

graph.add\_edge(1, 2)

graph.add\_edge(1, 3)

graph.add\_edge(2, 4)

graph.add\_edge(2, 5)

graph.add\_edge(3, 6)

graph.add\_edge(3, 7)

print("Graph adjacency list:")

graph.display\_graph()

print("\nDFS starting from node 1:", graph.dfs(1))

print("BFS starting from node 1:", graph.bfs(1))

**Output:-**
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# ----------------------------------------------------------------

**AIM:- Write a program to implement a priority queue using the heap data structure (min-heap or max-heap).**

**---------------------------------------------------------------------------------------------------------------**

**CODE:-**

*import heapq*

*class PriorityQueue:*

*"""Priority Queue implemented using a heap (min-heap)."""*

*def \_\_init\_\_(self):*

*self.heap = []*

*def push(self, item, priority):*

*"""Insert an item with a given priority into the priority queue."""*

*heapq.heappush(self.heap, (priority, item)) # Push as a tuple (priority, item)*

*def pop(self):*

*"""Remove and return the item with the highest priority (lowest value)."""*

*if not self.is\_empty():*

*return heapq.heappop(self.heap)[1] # Return only the item*

*raise IndexError("Pop from an empty priority queue")*

*def peek(self):*

*"""Return the item with the highest priority without removing it."""*

*if not self.is\_empty():*

*return self.heap[0][1] # Return only the item*

*raise IndexError("Peek from an empty priority queue")*

*def is\_empty(self):*

*"""Check if the priority queue is empty."""*

*return len(self.heap) == 0*

*def display(self):*

*"""Display the contents of the priority queue."""*

*print("Priority Queue contents:", self.heap)*

*# Example usage*

*pq = PriorityQueue()*

*# Insert items with priorities*

*pq.push("Task A", 3)*

*pq.push("Task B", 1)*

*pq.push("Task C", 2)*

*print("After adding tasks:")*

*pq.display()*

*# Get the item with the highest priority (lowest value)*

*print("\nPeek:", pq.peek())*

*# Remove items based on priority*

*print("\nPop:", pq.pop())*

*print("Pop:", pq.pop())*

*print("\nAfter popping tasks:")*

*pq.display()*

*# Check if the queue is empty*

*print("\nIs empty?", pq.is\_empty())*

**Output:-**
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**Name:- Milind Kailas Tajane**

**Roll No:- CS061**
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**Practical No:8**

# ----------------------------------------------------------------

**AIM:- Write a program to implement a hash table with collision handling using chaining, demonstrating the hash table data structure.**

**----------------------------------------------------------------------------------------------------------------**

**CODE:-**

class HashTable:

    """Hash Table implementation with chaining for collision handling."""

    def \_\_init\_\_(self, size):

        self.size *=* size

        self.table *=* [[] *for* \_ *in* range(size)]

    def \_hash(self, key):

        """Compute the hash value of a key."""

*return* hash(key) *%* self.size

    def insert(self, key, value):

        """Insert a key-value pair into the hash table."""

        index *=* self.\_hash(key)

*# Check if the key already exists in the chain*

*for* pair *in* self.table[index]:

*if* pair[0] *==* key:

                pair[1] *=* value  *# Update existing key*

*return*

*# If not, append a new key-value pair*

        self.table[index].append([key, value])

    def search(self, key):

        """Search for a value by its key."""

        index *=* self.\_hash(key)

*for* pair *in* self.table[index]:

*if* pair[0] *==* key:

*return* pair[1]

*return* None  *# Key not found*

    def delete(self, key):

        """Remove a key-value pair from the hash table."""

        index *=* self.\_hash(key)

*for* i, pair *in* enumerate(self.table[index]):

*if* pair[0] *==* key:

*del* self.table[index][i]

*return* True

*return* False  *# Key not found*

    def display(self):

        """Display the contents of the hash table."""

*for* i, chain *in* enumerate(self.table):

            print(f"Index {i}: {chain}")

*# Example usage*

hash\_table *=* HashTable(5)

*# Insert key-value pairs*

hash\_table.insert("Alice", 25)

hash\_table.insert("Bob", 30)

hash\_table.insert("Charlie", 35)

hash\_table.insert("David", 40)

hash\_table.insert("Eve", 45)  *# May collide with another key*

print("Hash Table after insertion:")

hash\_table.display()

*# Search for keys*

print("\nSearch results:")

print("Alice:", hash\_table.search("Alice"))

print("Bob:", hash\_table.search("Bob"))

print("Zara:", hash\_table.search("Zara"))  *# Key not present*

*# Delete a key*

print("\nDeleting 'Charlie'...")

hash\_table.delete("Charlie")

print("\nHash Table after deletion:")

hash\_table.display()

**Output:-**
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# ----------------------------------------------------------------

**AIM:- Write a program to implement a circular queue using the queue data structure implemented with a list.**

**----------------------------------------------------------------------------------------------------------------**

**CODE:-**

class CircularQueue:

    """Circular Queue implementation using a list."""

    def \_\_init\_\_(self, size):

        self.size *=* size

        self.queue *=* [None] *\** size

        self.front *=* *-*1

        self.rear *=* *-*1

    def enqueue(self, value):

        """Add an element to the queue."""

*if* (self.rear *+* 1) *%* self.size *==* self.front:

            print("Queue is full!")

*elif* self.front *==* *-*1:  *# First element being added*

            self.front *=* self.rear *=* 0

            self.queue[self.rear] *=* value

*else*:

            self.rear *=* (self.rear *+* 1) *%* self.size

            self.queue[self.rear] *=* value

    def dequeue(self):

        """Remove an element from the queue."""

*if* self.front *==* *-*1:

            print("Queue is empty!")

*return* None

*elif* self.front *==* self.rear:  *# Only one element left*

            value *=* self.queue[self.front]

            self.front *=* self.rear *=* *-*1

*else*:

            value *=* self.queue[self.front]

            self.front *=* (self.front *+* 1) *%* self.size

*return* value

    def display(self):

        """Display the elements of the queue."""

*if* self.front *==* *-*1:

            print("Queue is empty!")

*return*

        print("Queue elements:")

        i *=* self.front

*while* True:

            print(self.queue[i], end*=*" ")

*if* i *==* self.rear:

*break*

            i *=* (i *+* 1) *%* self.size

        print()

    def is\_empty(self):

        """Check if the queue is empty."""

*return* self.front *==* *-*1

    def is\_full(self):

        """Check if the queue is full."""

*return* (self.rear *+* 1) *%* self.size *==* self.front

*# Example usage*

cq *=* CircularQueue(5)

*# Enqueue elements*

cq.enqueue(10)

cq.enqueue(20)

cq.enqueue(30)

cq.enqueue(40)

print("\nQueue after enqueues:")

cq.display()

*# Dequeue elements*

print("\nDequeue:", cq.dequeue())

print("Dequeue:", cq.dequeue())

print("\nQueue after dequeues:")

cq.display()

*# Add more elements*

cq.enqueue(50)

cq.enqueue(60)

print("\nQueue after adding more elements:")

cq.display()

*# Try to add to a full queue*

cq.enqueue(70)

**Output:-**
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# ----------------------------------------------------------------

**AIM:- Write a program to find the largest and smallest elements in an array using the array/list data structure.**

**----------------------------------------------------------------------------------------------------------------**

**CODE:-**

def find\_largest\_and\_smallest(arr):

    """Find the largest and smallest elements in the array."""

*if* *not* arr:

*return* None, None  *# If the array is empty, return None*

    largest *=* smallest *=* arr[0]  *# Initialize both largest and smallest to the first element*

*for* num *in* arr:

*if* num *>* largest:

            largest *=* num

*if* num *<* smallest:

            smallest *=* num

*return* largest, smallest

*# Example usage*

arr *=* [5, 3, 8, 1, 9, 2, 6]

largest, smallest *=* find\_largest\_and\_smallest(arr)

print(f"Largest element: {largest}")

print(f"Smallest element: {smallest}")

**Output:-**
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